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PREFACE

This book covers all major topics needed in a modern digital design course. A number of good
textbooks in digital design are currently available. Some of these introduce VHDL before stu-
dents get a good grasp of the fundamentals of digital design. VHDL is a language that is used
to describe the function of digital circuits/systems. In the author’s opinion, students benefit
more from VHDL only when they can appreciate the advantages of using it in digital
design. In this book, VHDL is introduced only after a thorough coverage of combinational
circuit design and a discussion of the fundamental concepts of sequential circuits.

The complexity of modern digital systems is such that they have to be designed using
computer-aided design (CAD) synthesis and minimization tools. The techniques used in
some of the CAD tools, for example computer-aided minimization, multilevel logic
design, and state assignment are inadequately covered or not covered at all in current
undergraduate text books. In this book, the basic concepts of some of these important tech-
niques are introduced in appropriate chapters. The material has been discussed in a tutorial
form, although the nature of certain topics makes an abstract discussion unavoidable. The
objective is not to achieve understanding at the expense of avoiding necessary theory, but
to clarify the theory with illustrative examples in order to establish the theoretical basis for
practical implementations.

The book is subdivided into ten chapters.

Chapter 1 provides coverage of number representations and considers various number
formats. It also discusses binary arithmetic operations such as addition, subtraction,
multiplication, and division.

Chapter 2 provides a comprehensive coverage of a miscellany of basic topics in discrete
mathematics required for understanding material presented in later chapters. Also, the
operations of various gates used to construct logic circuits are discussed.

Chapter 3 provides an in-depth coverage of combinational logic circuit analysis, mini-
mization, and design techniques. The representation of Boolean functions using cubes is
explained and the concept of tautology is discussed. The principles of heuristic minimiz-
ation, different types of don’t cares and multilevel logic synthesis is explained with
many examples. A detailed coverage of all types of arithmetic circuits including BCD
addition/subtraction algorithms and carry-save addition techniques is provided. Multipli-
cation and division are thoroughly discussed. Combinational logic implementation using
Programmable Logic Devices (PLDs) is also covered.

Chapter 4 presents the basic concepts of sequential circuits. The operation of memory
elements is analyzed. The use of state diagrams and state tables to represent the behavior
of sequential circuits is discussed. Also, the distinction between synchronous and asyn-
chronous operation of sequential circuits is clarified.

It is quite routine in the electronics industry to use a hardware description language such
as VHDL to describe the function of digital circuits. Chapter 5 introduces the language in
sufficient detail so that readers can write VHDL code for representing digital circuits.

xiii



Xiv PREFACE

Several examples are given to clarify different ways of representing digital circuit using
VHDL. This chapter is not meant to be an exhaustive guide to VHDL; a number of excellent
books that deal exclusively with VHDL have been published in recent years.

Chapter 6 builds on the previous chapter and focuses on VHDL code for computer-
aided synthesis of combinational logic circuits. Certain features of the VHDL that result
in more efficient code for combinational logic circuits are presented. All these are illus-
trated with complete VHDL codes that have been compiled and synthesized using
Altera Corporation’s Quartus II software package.

Chapter 7 provides a clear picture of how sequential circuits are designed using funda-
mental building blocks (e.g., latches and flip-flops) rather than presenting a rigorous math-
ematical structure of such circuits. Algorithms that are used in some of the currently
popular computer-aided state assignment techniques are discussed. A good coverage of
partition algebra for deriving state assignment has been included. A detailed discussion
of sequential circuit implementation using PLDs is also presented.

Chapter 8 provides comprehensive coverage of counters. Counters are important in
many digital applications. Several design examples and illustrations are provided to
clarify the design of various types of counters.

Chapter 9 presents VHDL coding of sequential circuits. The coding style for sequential
circuits is different from that of combinational circuits. Combinational circuits are usually
coded using concurrent VHDL statements whereas sequential circuits use mainly sequen-
tial VHDL statements. Many examples of VHDL coding of sequential circuits are
included; these codes have been compiled and synthesized using Quartus II.

Chapter 10 covers design principles for traditional fundamental mode non-synchronous
sequential circuits. The concepts of race and hazard are clarified with examples, and state
assignment techniques to avoid these are also discussed.

All modern digital systems are implemented using CMOS technology. A short intro-
duction to CMOS logic is provided in Appendix A.

A Quartus II CD ROM from Altera Corporation is included in the book. All the
examples in the book have been compiled and synthesized using this state-of-the-art
and user-friendly software package.

This book is primarily intended as a college text for a two-semester course in logic design
for students in electrical /computer engineering and computer science degree programs,
or in electrical /computer technology. It does not require any previous knowledge of
electronics; only some general mathematical ability is assumed.

In the first (introductory) course the following sequence of chapters may be covered:
Chapter 1, Chapter 2, Chapter 3 (3.1 to 3.4, 3.8, 3.12 to 3.14), Chapter 4, Chapter 7
(Sections 7.1-7.5), Chapter 8.

In the second (more advanced) course the suggested sequence of chapters is: Chapter 3
(Sections 3.5 to 3.7, 3.9 to 3.11), Chapter 5, Chapter 6, Chapter 7 (Section 7.6), Chapter 9
and Chapter 10.

Although the book is meant to be used for a two-semester course sequence, certain
sections can be omitted to fit the material in a typical one-semester course. Individual
instructors may select chapters at their discretion to suit the needs of a particular digital
design course they are teaching.

This book should also be extremely useful for practicing engineers who took logic
design courses five or more years ago, to update their knowledge. Electrical engineers
who are not logic designers by training but wish to become one, can use this book for
self-study.
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1 Number Systems and Binary Codes

1.1 INTRODUCTION

In conventional arithmetic, a number system based on ten units (0 to 9) is used. However,
arithmetic and logic circuits used in computers and other digital systems operate with only
0’s and 1’s because it is very difficult to design circuits that require ten distinct states. The
number system with the basic symbols 0 and 1 is called binary. Although digital systems
use binary numbers for their internal operations, communication with the external world
has to be done in decimal systems. In order to simplify the communication, every decimal
number may be represented by a unique sequence of binary digits; this is known as binary
encoding. In this chapter we discuss number systems in general and the binary system in
particular. In addition, we consider the octal and hexadecimal number systems and fixed-
and floating-point representation of numbers. The chapter ends with a discussion on
weighted and nonweighted binary encoding of decimal digits.

1.2 DECIMAL NUMBERS

The invention of decimal number systems has been the most important factor in the devel-
opment of science and technology. The term decimal comes from the Latin word for “ten.”
The decimal number system uses positional number representation, which means that the
value of each digit is determined by its position in a number.

The base (also called radix) of a number system is the number of symbols that the
system contains. The decimal system has ten symbols: 0, 1, 2, 3, 4, 5, 6, 7, 8, 9; in
other words it has a base of 10. Each position in the decimal system is 10 times more
significant than the previous position. For example, consider the four-digit number 2725:

2 7 2 5

103 position 102 10! 10° position

Notice that the 2 in the 10? position has a different value than the 2 in the 10" position. The
value of a decimal number is determined by multiplying each digit of the number by the

Principles of Modern Digital Design, by Parag K. Lala
Copyright © 2007 John Wiley & Sons, Inc.



2 NUMBER SYSTEMS AND BINARY CODES

value of the position in which the digit appears and then adding the products. Thus the
number 2725 is interpreted as

2x 100047 x 100+2 x 10+ 5 x 1 =2000 + 700 + 20 + 5

that is, two thousand seven hundred twenty-five. In this case, 5 is the least significant digit
(LSD) and the leftmost 2 is the most significant digit (MSD).

In general, in a number system with a base or radix r, the digits used are from 0 to r — 1.
The number can be represented as

N=a;r" +a,_1r" "+ - F+ar" +ayr’ (1.1)
where, forn=0,1,2,3, ...,

r = base or radix of the number system

a = number of digits having values between 0 and r — 1

Thus, for the number 2725, a3 =2, a, =7, a; = 2, and ay = 5. Equation (1.1) is valid
for all integers. For numbers between 0 and 1 (i.e., fractions), the following equation holds:

N=a_ir''+a 24 Far ™ +a_r™ (1.2)
Thus for the decimal fraction 0.8125,
N = 0.8000 + 0.0100 + 0.0020 + 0.0005

=8x 107" 4+2x1024+1x 103 +8x 1074
=a_ 1 x107" +a_, x 1072 +a_3 X 107 +a_y x 107

where
a_| = 8
a_n, = 1
a_3 = 2
a1 = 5

1.3 BINARY NUMBERS

The binary numbers has a radix of 2. As r = 2, only two digits are needed, and these are 0
and 1. A binary digit, O or 1, is called a bit. Like the decimal system, binary is a positional
system, except that each bit position corresponds to a power of 2 instead of a power of 10.
In digital systems, the binary number system and other number systems closely related to it
are used almost exclusively. However, people are accustomed to using the decimal number
system; hence digital systems must often provide conversion between decimal and binary
numbers. The decimal value of a binary number can be formed by multiplying each power
of 2 by either 1 or 0, and adding the values together.
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Example 1.1 Let us find the decimal equivalent of the binary number 101010.
N =101010
=1x24+0x2*+1x224+0x2°+1x2"+0x2° (using Eq. (1.1))
=324+04+84+0+2+0
=42

An alternative method of converting from binary to decimal begins with the leftmost bit
and works down to the rightmost bit. It starts with a sum of 0. At each step the current
sum is multiplied by 2, and the next digit to the right is added to it.

Example 1.2 The conversion of 11010101 to decimal would use the following steps:

110101 01 Sam

> 2x(0)+1=1

> 2x(1)+1=3
> 2X(B)+0=6
> 2X(6)+1=13

> 2x(13)+0=26
> 2x(26)+1=53
> 2x(53)+0=106

L L 2x(106)+1=213

The reverse process, the conversion of decimal to binary, may be made by first decom-
posing the given decimal number into two numbers—one corresponding to the positional
value just lower than the original decimal number and a remainder. Then the remainder is
decomposed into two numbers: a positional value just equal to or lower than itself and a
new remainder. The process is repeated until the remainder is 0. The binary number is
derived by recording 1 in the positions corresponding to the numbers whose summation
equals the decimal value.

Example 1.3 Let us consider the conversion of decimal number 426 to binary:

426 =256 + 170
=256+ 128 442
=256+ 128 +32+ 10
=256+ 128 +324 8+2

o1

28 27 2 2% 2!

Thus 426;9 = 110101010, (the subscript indicates the value of the radix).
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An alternative method for converting a decimal number to binary is based on successive
division of the decimal number by the radix number 2. The remainders of the divisions,
when written in reverse order (with the first remainder on the right), yield the binary equiv-

alent to the decimal number. The process is illustrated below by converting 353, to
binary,

? = 176, remainder 1
& = 88, remainder 0
8—28 = 44, remainder 0
44 .

> = 22, remainder 0
% = 11, remainder O
11

— = 5, remainder 1
2

5 .

3 = 2, remainder 1

2 .

3 = 1, remainder 0

1 .

5 = 0, remainder 1

Thus 353;9 = 101100001,.

So far we have only considered whole numbers. Fractional numbers may be converted
in a similar manner.

Example 1.4 Let us convert the fractional binary number 0.101011 to decimal. Using
Eq. (1.2), we find

N =0.101011

=Ix240x2 241 x2340x2*+1x27+1x27°

wherea_1=1,a>,=0,a3=1,a4=0,a_5=1,a_¢=1.
Thus
N =0.101011
1 1 1

1
=S+ g+ 35+ g = 0671875

A decimal fraction can be converted to binary by successively multiplying it by 2; the
integral (whole number) part of each product, O or 1, is retained as the binary fraction.
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Example 1.5 Derive the binary equivalent of the decimal fraction 0.203125. Successive
multiplication of the fraction by 2 results in

0.203125
2

a_; =0 0.406250
2

a_, =0 0.812500
2

a_z =1 0.625000
2

a_4 =1 0.250000
2

a_s =0 0.500000
2

a_e =1 0.000000

Thus the binary equivalent of 0.203125,, is 0.001101,. The multiplication by 2 is con-
tinued until the decimal number is exhausted (as in the example) or the desired accuracy
is achieved. Accuracy suffers considerably if the conversion process is stopped too
soon. For example, if we stop after the fourth step, then we are assuming 0.0011 is
approximately equal to 0.20315, whereas it is actually equal to 0.1875, an error of
about 7.7%.

1.3.1 Basic Binary Arithmetic

Arithmetic operations using binary numbers are far simpler than the corresponding
operations using decimal numbers due to the very elementary rules of addition and
multiplication. The rules of binary addition are

0+0=0
0+1=1
1+0=1

14+1=0 (carry 1)

As in decimal addition, the least significant bits of the addend and the augend are added
first. The result is the sum, possibly including a carry. The carry bit is added to the sum
of the digits of the next column. The process continues until the bits of the most significant
column are summed.

Example 1.6 Let us consider the addition of the decimal numbers 27 and 28 in binary.

Decimal Binary
27 11011 Addend
+28 + 11100 Augend
55 110111 Sum

11000 Carry
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To verify that the sum is correct, we convert 110111 to decimal:
Ix2+1x240x22+1x22+1x2'+1x2°
=32416+0+4+2+1
=55

Example 1.7 Let us add —11 to —19 in binary. Since the addend and the augend are
negative, the sum will be negative.

Decimal Binary
19 10011
11 01011
30 11110  Sum
00011 Carry

In all digital systems, the circuitry used for performing binary addition handles two
numbers at a time. When more than two numbers have to be added, the first two are
added, then the resulting sum is added to the third number, and so on.

Binary subtraction is carried out by following the same method as in the decimal
system. Each digit in the subtrahend is deducted from the corresponding digit in the
minuend to obtain the difference. When the minuend digit is less than the subtrahend
digit, then the radix number (i.e., 2) is added to the minuend, and a borrow 1 is added
to the next subtrahend digit. The rules applied to the binary subtraction are

0-0=0
0—1=1 (borrow 1)
1-0=1
1-1=0

Example 1.8 Let us consider the subtraction of 21y from 27, in binary:

Decimal Binary
27 11011  Minuend
—21 — 10101  Subtrahend
6 00110 Difference

00100 Borrow

It can easily be verified that the difference 00110, corresponds to decimal 6.

Example 1.9 Let us subtract 22, from 17,,. In this case, the subtrahend is greater than
the minuend. Therefore the result will be negative.

Decimal Binary

17 10001

—22 — 10110
-5 — 00101 Difference

00001 Borrow
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Binary multiplication is performed in the same way as decimal multiplication, by mul-
tiplying, then shifting one place to the left, and finally adding the partial products. Since
the multiplier can only be 0 or 1, the partial product is either zero or equal to the multi-
plicand. The rules of multiplication are

0-0=0
0-1=0
1:0=0
1-1=1
Example 1.10 Let us consider the multiplication of the decimal numbers 67 by 13 in
binary:
Decimal Binary
67 1000011 Multiplicand
x 13 1101  Multiplier
871 1000011  First partial product
0000000  Second partial product
1000011 Third partial product
1000011 Fourth partial product
1101100111  Final product

Example 1.11 Let us multiply 13.5 by 3.25.

Decimal Binary
13.5 1101.10 Multiplicand
x 3.25 11.01 Multiplier
43.875 110110  First partial product
000000  Second partial product
110110 Third partial product
110110 Fourth partial product

101011.1110

Final product

The decimal equivalent of the final product is 43 + 0.50 + 0.25 4 0.125 = 43.875.
The process of binary division is very similar to standard decimal division. However,
division is simpler in binary because when one checks to see how many times the divisor

fits into the dividend, there are only two possibilities, O or 1.

Example 1.12 Let us consider the division of 101110 (46,¢) by 111 (7;¢)

0001 Quotient

Divisor 111 | 101110 Dividend
0111
100

Since the divisor, 111, is greater than the first three bits of the dividend, the first three
quotient bits are 0. The divisor is less than the first four bits of the dividend; therefore
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the division is possible, and the fourth quotient bit is 1. The difference is less than the
divisor, so we bring down the net bit of the dividend:

00011
111 101110
0111
1001
111
10

The difference is less than the divisor, so the next bit of the dividend is brought down:

000110
111 101110
0111
1001
111
100 Remainder

In this case the dividend is less than the divisor; hence the next quotient bit is 0 and the
division is complete. The decimal conversion yields 46/7 = 6 with remainder 4, which
is correct.

The methods we discussed to perform addition, subtraction, multiplication, and division
are equivalents of the same operations in decimal. In digital systems, all arithmetic operations
are carried out in modified forms; in fact, they use only addition as their basic operation.

1.4 OCTAL NUMBERS

Digital systems operate only on binary numbers. Since binary numbers are often very long,
two shorthand notations, octal and hexadecimal, are used for representing large binary
numbers. The octal number system uses a base or radix of 8; thus it has digits from 0 to
r—1,or 8 — 1, or 7. As in the decimal and binary systems, the positional value of each
digit in a sequence of numbers is definitely fixed. Each position in an octal number is a
power of 8, and each position is 8 times more significant than the previous position.
The number 375 in the octal system therefore means

3x8+7x8 +5%x8 =192+56+5
=253

Example 1.13 Let us determine the decimal equivalent of the octal number 14.3.

143, =1x8" +4x8" +3x8"!
=8+4+0.375
= 12.375

The method for converting a decimal number to an octal number is similar to that used
for converting a decimal number to binary (Section 1.2), except that the decimal number is
successively divided by 8 rather than 2.
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Example 1.14 Let us determine the octal equivalent of the decimal number 278.

%8 = 34, remainder 6
4

% = 4, remainder 2
4 .
3 = 0, remainder 4

Thus 27810 = 4263

Decimal fractions can be converted to octal by progressively multiplying by 8; the inte-
gral part of each product is retained as the octal fraction. For example, 0.651 is converted
to octal as follows:

0.651
__ 8
5 0.208
_ 8
1 0.664
__ 8
5 0.312
_ 8
2 0.496
_ 8
3 0.968
etc.

According to Eq. (1.2), a_; =5, a_»=1, a_3=15, a_4=2, and a_s = 3; hence
0.651;p = 0.515234. More octal digits will result in more accuracy.

A useful relationship exists between binary and octal numbers. The number of bits
required to represent an octal digit is three. For example, octal 7 can be represented by
binary 111. Thus, if each octal digit is written as a group of three bits, the octal number
is converted into a binary number.

Example 1.15 The octal number 324 can be converted to a binary number as follows:

3 2 4

|

011 010 100

Hence 3245 = 11010100,; the most significant 0 is dropped because it is meaningless, just
as 0123, is the same as 123,

The conversion from binary to octal is also straightforward. The binary number is parti-
tioned into groups of three starting with the least significant digit. Each group of three
binary digits is then replaced by an appropriate decimal digit between 0 and 7 (Table 1.1).
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TABLE 1.1 Binary to Octal Conversion

Binary Octal

000 0
001
010
011
100
101
110
111

~N NN RN =

Example 1.16 Let us convert 110011101001, to octal:

110 011 101 001
—_— = == =~
6 3 5 1
The octal representation of the binary number is 6351g. If the leftmost group of a
partitioned binary number does not have three digits, it is padded on the left with O’s.
For example, 1101010 would be divided as

001 101 010
—_— —— =~
1 5 2

The octal equivalent of the binary number is 152g. In case of a binary fraction, if the bits
cannot be grouped into 3-bit segments, the 0’s are added on the right to complete groups of
three. Thus 110111.1011 can be written

110 111 101 100
—_— = =~ =~
6 7 5 4
As shown in the previous section, the binary equivalent of a decimal number can be
obtained by successively dividing the number by 2 and using the remainders as the
answer, the first remainder being the lowest significant bit, and so on. A large number
of divisions by 2 are required to convert from decimal to binary if the decimal number
is large. It is often more convenient to convert from decimal to octal and then replace
each digit in octal in terms of three digits in binary. For example, let us convert 523,
to binary by going through octal.

5

[\
W

= 65, remainder 3

o
()

= 8, remainder 1

= 1, remainder O

= 0, remainder 1

ool — oo| 00 °°‘
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Thus

(52)=(1 0 1 3

AR AR AR
= (001 000 001 O11),

It can be verified that the decimal equivalent of 0010000010115 is 523:

Ix22+1x2+1x2'+1x2°=512+8+2+1
=523

Addition and subtraction operations using octal numbers are very much similar to that
use in decimal systems. In octal addition, a carry is generated when the sum exceeds
710- For example,

1535
+327,
5024

34+7=1010 =2+ 1 carry «— first column
542+ 1carry =0+ 1 carry «— second column
1 4+3+ 1 carry =5 «— third column

In octal subtraction, a borrow requires that 8¢ be added to the minuend digit and a 1o be
added to the left adjacent subtrahend digit.

670s
— 1254
5435

0—5=(8—5+4 1borrow);, = 3 + 1 borrow «— first column
7 — (24 1 borrow) =7 — 3 = 4 «— second column
6 — 1 =5 «— third column

1.5 HEXADECIMAL NUMBERS

The hexadecimal numbering system has a base 16; that is, there are 16 symbols. The
decimal digits 0 to 9 are used as the first ten digits as in the decimal system, followed
by the letters A, B, C, D, E, and F, which represent the values 10, 11, 12, 13, 14, and
15, respectively. Table 1.2 shows the relationship between decimal, binary, octal, and hex-
adecimal number systems. The conversion of a binary number to a hexadecimal number
consists of partitioning the binary numbers into groups of 4 bits, and representing each
group with its hexadecimal equivalent.



12 NUMBER SYSTEMS AND BINARY CODES

TABLE 1.2 Number Equivalents

Decimal Binary Octal Hexadecimal
0 0000 0 0
1 0001 1 1
2 0010 2 2
3 0011 3 3
4 0100 4 4
5 0101 5 5
6 0110 6 6
7 0111 7 7
8 1000 10 8
9 1001 11 9

10 1010 12 A

11 1011 13 B

12 1100 14 C

13 1101 15 D

14 1110 16 E

15 1111 17 F

Example 1.17 The binary number 1010011011110001 is grouped as
1010 0110 1111 0001

which is shown here in hexadecimal:

A6F1y

The conversion from hexadecimal to binary is straightforward. Each hexadecimal digit is
replaced by the corresponding 4-bit equivalent from Table 1.2. For example, the binary
equivalent of 4AC2y is

4 A C 2

L

0100 1010 1110 0010
Thus 4AC2y = 0100101011100010,.

Sometimes it is necessary to convert a hexadecimal number to decimal. Each position
in a hexadecimal number is 16 times more significant than the previous position. Thus the
decimal equivalent for 1A2Dy is

Ix162+Ax16°+2x16' +D x 16°
=1x16+10x 16> +2 x 16" + 13 x 16°
= 6701

Hexadecimal numbers are often used in describing the data in a computer memory. A com-
puter memory stores a large number of words, each of which is a standard size collection
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of bits. An 8-bit word is known as a byte. A hexadecimal digit may be considered as half of
a byte. Two hexadecimal digits constitute one byte, the rightmost 4 bits corresponding to
half a byte, and the leftmost 4 bits corresponding to the other half of the byte. Often a half-

byte is called a nibble.
Hexadecimal addition and subtraction are performed as for any other positional number

system.

Example 1.18 Let us find the sum of 688y and 679.

688y
679
D01y

84+9=17,p=1+41 carry «— first column
8+ 7+ 1carry =160 =0+ 1 carry «— second column
646+ 1 carry = 13;) = D «— third column

Hexadecimal subtraction requires the same need to carry digits from left to right as in octal
and decimal.

Example 1.19 Let us compute 2A5y — 11By as shown:

2A5k
11By
18Ay

5—B = (21— 11+ 1borrow);, = 10 4 1 borrow
= A + 1 borrow «— first column
A — (1 + 1 borrow) = (10 — 2);; = 8 «— second column

2 —1 =1 «— third column

1.6 SIGNED NUMBERS

So far, the number representations we considered have not carried sign information. Such
unsigned numbers have a magnitude significance only. Normally a prefix + or — may be
placed to the left of the magnitude to indicate whether a number is positive or negative.
This type of representation, known as sign-magnitude representation, is used in the
decimal system. In binary systems, an additional bit known as sign bit, is added to the
left of the most significant bit to define the sign of a number. A 1 is used to represent — and
a 0 to represent +. Table 1.3 shown 3-bit numbers in terms of signed and unsigned
equivalents. Notice that there are two representations of the number 0, namely, 40 and
—0. The range of integers that can be expressed in a group of three bits is from
~(2% = 1)= -3 to +(2°> — 1) = 43, with one bit being reserved to denote the sign.
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TABLE 1.3 Signed and Unsigned Binary Numbers

Decimal Equivalent

Binary Signed Unsigned
000 +0 0
001 +1 1
010 +2 2
011 +3 3
100 -0 4
101 -1 5
110 -2 6
111 -3 7

Although the sign-magnitude representation is convenient for computing the negative
of a number, a problem occurs when two numbers of opposite signs have to be added. To
illustrate, let us find the sum of +2,¢ and — 6.

+20 = 0010
—650=1110
10000

The addition produced a sum that has 5 bits, exceeding the capability of the number system
(sign +3 bits); this results in an overflow. Also, the sum is wrong; it should be —4 (i.e.,
1100) instead of 0.

An alternative representation of negative numbers, known as the complement form,
simplifies the computations involving signed numbers. The complement representation
enjoys the advantage that no sign computation is necessary. There are two types of comp-
lement representations: diminished radix complement and radix complement.

1.6.1 Diminished Radix Complement

In the decimal system (r = 10) the complement of a number is determined by subtracting
the number from (r — 1), that is, 9. Hence the process is called finding the 9’s
complement. For example,

9’s complement of 5 (9—-5)=4
9’s complement of 63 (99 — 63) = 36
9’s complement of 110 (999 — 110) = 889

In binary notation (r = 2), the diminished radix complement is known as the /’s comp-
lement. A positive number in 1’s complement is represented in the same way as in sign-
magnitude represent